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## lecture four

#### character strings and string operations

1. string is a symbol in a written language that anything you can enter on a keyboard
2. a string is a sequence of characters.

#character can be many types: scalars, vectors, matrices,list or dataframe.  
mode('d')

## [1] "character"

mode('cat,squirrel')

## [1] "character"

class('d')

## [1] "character"

class('cat,squirrel')

## [1] "character"

# nchar() is the function that calculate the number of characters in a given string.  
nchar(' ');nchar(' ');nchar('')

## [1] 1

## [1] 2

## [1] 0

class('\n')

## [1] "character"

class("\"")

## [1] "character"

class("\t")

## [1] "character"

nchar("\n") # create new line

## [1] 1

nchar("\"") # quotes within a string

## [1] 1

nchar("\t") # tab

## [1] 1

#### string as elements of a vector

# length calculate the number of string rather than the number of elements(characters) in this string  
length("cat,squirrel,hedgehog")

## [1] 1

length(c("cat,squirrel,hedgehog"))

## [1] 1

#nchar calculate the number of character in the string.  
nchar("cat,squirrel,hedgehog")

## [1] 21

nchar(c("cat,squirrel,hedgehog"))

## [1] 21

#### display the string

print("cat,squirrel")

## [1] "cat,squirrel"

# cat() coerces its argument to strings, so can be useful when printing warnings  
cat('cat,squirrel')

## cat,squirrel

x <- 6  
y <- 7  
cat('I have',x,'cats and',y,'hedgehogs as pets')

## I have 6 cats and 7 hedgehogs as pets

print('cat, \nsquirrel') #\n in print() will not change the line

## [1] "cat, \nsquirrel"

cat('cat, \nsquirrel') # \n in cat() will change the line

## cat,   
## squirrel

print('In R, an \"array"\ is a muti-dimension matrix.')

## [1] "In R, an \"array\" is a muti-dimension matrix."

cat("A group of hedgehogs is called an \"array\".")

## A group of hedgehogs is called an "array".

# \t means tab  
print('columbia\tuniversity')

## [1] "columbia\tuniversity"

cat('columbnia\tuniversity')

## columbnia university

### substrings

phrase <- 'Christmas Bonus'  
substr(phrase,start = 8,stop = 12)

## [1] "as Bo"

# take the substring of the string phrase from the 8th character to the 12ed character  
substr(phrase,start = 13, stop = 13) <- 'g'  
# revalue the subtring   
phrase

## [1] "Christmas Bogus"

fav\_animals <- c('cat','squirrl','hedgehog')  
# when use substr() for a list, it substring every element in the list  
substr(fav\_animals,start = 1, stop = 2)

## [1] "ca" "sq" "he"

substr(fav\_animals,start = nchar(fav\_animals)-1,stop = nchar(fav\_animals))

## [1] "at" "rl" "og"

substr(fav\_animals,start = 4, stop = 4)

## [1] "" "i" "g"

#### dividing strings into vectors

# dividing the strings into vectors for different symbol  
todo <- 'lecture, lab, homework'  
strsplit(todo,split = ',')

## [[1]]  
## [1] "lecture" " lab" " homework"

strsplit(c(todo,'midterm, final'),split = ',')

## [[1]]  
## [1] "lecture" " lab" " homework"  
##   
## [[2]]  
## [1] "midterm" " final"

# paste the elements together  
paste('cat','squirrel','hedge')

## [1] "cat squirrel hedge"

paste('cat','squirrel','hedge',sep = ',')

## [1] "cat,squirrel,hedge"

animals <- c('cat','suqirrel','hedgrhog')  
# paste can match the elements one to one automatically   
paste(animals,1:3)

## [1] "cat 1" "suqirrel 2" "hedgrhog 3"

paste(animals,"(",1:3,")")

## [1] "cat ( 1 )" "suqirrel ( 2 )" "hedgrhog ( 3 )"

paste(animals, "(" , 1:3 , ")" ,sep= "" , callaps = ";" )

## [1] "cat(1);" "suqirrel(2);" "hedgrhog(3);"

# test  
lum\_vector <- c("columbia","slumber party","sugarplum")  
substr(lum\_vector,start= c(3,2,7),stop = c(5,4,9))

## [1] "lum" "lum" "lum"

# paste: turns vectors into a string  
strsplit(lum\_vector,split = 'lum')

## [[1]]  
## [1] "co" "bia"  
##   
## [[2]]  
## [1] "s" "ber party"  
##   
## [[3]]  
## [1] "sugarp"

paste(lum\_vector,"[",c(3,5,7),"-",c(5,49),"]",collapse = ";")

## [1] "columbia [ 3 - 5 ];slumber party [ 5 - 49 ];sugarplum [ 7 - 5 ]"

##### Honor Code Example

setwd("C:/Users/cheny/Desktop/study/statistical computing and intro to data science/lecture four")  
# readlines gives us the line which is always a line of sentence  
HC <- readLines("HonorCode.txt")  
# scan gives us the words  
HC2 <- scan("HonorCode.txt",what = "")  
length(HC);length(HC2)

## [1] 41

## [1] 443

head(HC,5);head(HC2,5)

## [1] "Students should be aware that academic dishonesty (for example, plagiarism, cheating on an examination, or dishonesty in dealing with a faculty member or other University official) or the threat of violence or harassment are particularly serious offenses and will be dealt "  
## [2] "with severely under Dean's Discipline."   
## [3] ""   
## [4] "Graduate students are expected to exhibit the high level of personal and academic integrity"   
## [5] "and honesty required of all members of an academic community as they engage in scholarly"

## [1] "Students" "should" "be" "aware" "that"

## FIND THE INDEX OF CERTAIN WORD  
grep("students",HC)

## [1] 4 13 21 28

grep("students",HC2)

## [1] 48 142 232 310

# this return the sentence(lines) in which there have 'students'  
HC[grep("students",HC)]

## [1] "Graduate students are expected to exhibit the high level of personal and academic integrity"   
## [2] "In practical terms, students must not cheat on examinations, and deliberate plagiarism is of"  
## [3] "Graduate students are responsible for proper citation and paraphrasing, and must also take"   
## [4] "All incoming doctoral and master's students in the Arts and Sciences at Columbia are"

# this return the word 'students'  
HC2[grep("students",HC2)]

## [1] "students" "students" "students" "students"

# grepl is the function return whether or not the word can be matched in the given string.  
head(grepl('students',HC),15)

## [1] FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [12] FALSE TRUE FALSE FALSE

# there two have the same function  
HC[grepl('students',HC)] == HC[grep("students",HC)]

## [1] TRUE TRUE TRUE TRUE

##### Using functions we've learned today, let's make HC a vector with each element a word of the Honor Code (instead of a line of text). Of course, could do this with scan().

# make the HC a long string  
HC <- paste(HC,collapse = ' ')  
HC

## [1] "Students should be aware that academic dishonesty (for example, plagiarism, cheating on an examination, or dishonesty in dealing with a faculty member or other University official) or the threat of violence or harassment are particularly serious offenses and will be dealt with severely under Dean's Discipline. Graduate students are expected to exhibit the high level of personal and academic integrity and honesty required of all members of an academic community as they engage in scholarly discourse and research. Scholars draw inspiration from the work done by other scholars; they argue their claims with reference to othersâ<U+0080><U+0099> work; they extract evidence from the world or from earlier scholarly works. When a student engages in these activities, it is vital to credit properly the source of his or her claims or evidence. Failing to do so violates oneâ<U+0080><U+0099>s scholarly responsibility. In practical terms, students must not cheat on examinations, and deliberate plagiarism is of course prohibited. Plagiarism includes buying, stealing, borrowing, or otherwise obtaining all or part of a paper (including obtaining or posting a paper online); hiring someone to write a paper; copying from or paraphrasing another source without proper citation or falsification of citations; and building on the ideas of another without citation. Students also should not submit the same paper to more than one class. This information is adapted from the material published by Purdue University's Online Writing Lab. Graduate students are responsible for proper citation and paraphrasing, and must also take special care to avoid even accidental plagiarism. The best strategy is to use great caution in the handling of ideas and prose passages: take notes carefully and clearly mark words and ideas not oneâ<U+0080><U+0099>s own. When in doubt, consult your professor. Failure to observe these rules of conduct will result in serious academic consequences, which can include dismissal from the university. All incoming doctoral and master's students in the Arts and Sciences at Columbia are required to complete an Academic Integrity Tutorial prior to arrival on campus. Students engaging in research must be aware of and follow University policies regarding intellectual and financial conflicts of interest, integrity and security in data collection and management, intellectual property rights and data ownership, and necessary institutional approval for research with human subjects and animals. Academic integrity concerns honest research practices as much as avoiding plagiarism. Research misconduct falls into three categories: plagiarism, falsification, and fabrication. Falsification includes purposeful manipulation, modification, or omission of data or results. Fabrication is the making up of data or results and the recording or reporting thereof. The university does not tolerate any form of research misconduct and violation of this policy may result in serious sanctions, including termination."

# split every word in this long string  
HC.words <- strsplit(HC,split = ' ')[[1]]  
head(HC.words,10)

## [1] "Students" "should" "be" "aware" "that"   
## [6] "academic" "dishonesty" "(for" "example," "plagiarism,"

# we can count words using table()  
word\_count <- table(HC.words)  
word\_count <- sort(word\_count, decreasing = TRUE)  
head(word\_count, 10)

## HC.words  
## and of or the to in from a is   
## 23 17 16 13 11 10 9 6 5 5

tail(word\_count, 10)

## HC.words  
## vital which words work work; works. world write Writing   
## 1 1 1 1 1 1 1 1 1   
## your   
## 1

##### test

# grep : search for patterns in a string  
semicolons <- grep(";",names(word\_count))  
names(word\_count)[semicolons]

## [1] "citations;" "online);" "paper;" "scholars;" "work;"

# gsub(pattern, replacement, x) function searches for a specific substring given by pattern in a vector x of strings and replaces it with the substring specified by replacement.  
  
names(word\_count)<-gsub(";","",names(word\_count))  
names(word\_count)[semicolons]

## [1] "citations" "online)" "paper" "scholars" "work"

### Summary:

1. nchar(): Finds the length of a string.
2. substring(): Extracts substrings and substitutes.
3. strsplit(): Turns strings into vectors.
4. paste(): Turns vectors into a string.
5. grep(): Search for patterns in a string.
6. gsub(): Replaces patterns in a string with another string.

### Regular Expressions

fav\_animals <- "cat, squirrel, hedgehog, octopus"  
  
strsplit(fav\_animals,split = ",")

## [[1]]  
## [1] "cat" " squirrel" " hedgehog" " octopus"

strsplit(fav\_animals,split = ", ")

## [[1]]  
## [1] "cat, squirrel" "hedgehog, octopus"

### regular expressions

# | means or  
grep("cat|dog", c("categorize", "work doggedly"))

## [1] 1 2

grep("A|b",c("Alabama","buleberry","categorize"))

## [1] 1 2

grep("A|b",c("Alabama","p(A|b)"))

## [1] 1 2

# \\| means |  
grep("A\\|b", c("Alabama", "blueberry", "work doggedly", "P(A|b)"))

## [1] 4

#### rules for regular expression:

1. Indicate sets of characters with brackets **[]**.

* "[a-z]" matches any lower case letters.
* "[:punct:]" matches all punctuation marks.

1. The caret **^** negates a character range when in the leading position.

* "[^aeiou]" matches any characters except lower-case vowels.

1. The period . stands for any character and doesn't need brackets.

* "c..s" matches "cats", "class", "c88s", "c s", etc.

1. some 'how often' rules: | Quantier | Description | |------------|--------------------------------------| | **+** |Repeated one or more times. | | \*\* \* \*\* |Repeated zero or more times. | | **?** |Repeated zero or one times. | | **{n}** |Repeated exactly n times. | | **{n, }**  |Repeated n or more times. | | **{n, m}** |Repeated between n and m times. |

* "[0-9][0-9][a-zA-z]+" matches strings with two digits followed by one or more letters.
* "(abc){3}" matches three consecutive occurences of "abc".
* "abc{3}" matches "abccc".
* "M[rs][rs]?nn.?" matches "Mr", "Ms", "Mrs", "Mr.", "Ms.", "Mrs.".
* The above also matches "Mrr", "Msr", "Mss", "Mrr.", "Msr.", "Mss." (and nothing else).

1. The dollar sign **$** means that a pattern only matches at the end of a line.

* "[a-z,]$" matches strings ending in lower-case letters or a comma.

1. The caret **^** outside of brackets means that a pattern only matches at the beginning of a line.

* "[[1]](#footnote-1)" matches strings not beginning with capital letters.

1. the function that we can use regular expression:

* strsplit()
* grep()
* gsub()

grep("^[^A-Z]",c("Hello","cat","1dsad93"))

## [1] 2 3

grep("^[A-Z]",c("Hello","cat","1dsad93"))

## [1] 1

grep("[a-z,]$",c("Hello","cat","1dsad93"))

## [1] 1 2

### honorcode example

HC <- readLines("HonorCode.txt")  
HC <- paste(HC, collapse = " ") # One long string  
HC.words <- strsplit(HC, split=" ")[[1]] # Last Time  
head(HC.words, 10)

## [1] "Students" "should" "be" "aware" "that"   
## [6] "academic" "dishonesty" "(for" "example," "plagiarism,"

tail(HC.words, 10)

## [1] "of" "this" "policy" "may"   
## [5] "result" "in" "serious" "sanctions,"   
## [9] "including" "termination."

HC.words <- strsplit(HC, split="(\\s|[[:punct:]])+")[[1]]  
head(HC.words, 10)

## [1] "Students" "should" "be" "aware" "that"   
## [6] "academic" "dishonesty" "for" "example" "plagiarism"

tail(HC.words, 10)

## [1] "of" "this" "policy" "may" "result"   
## [6] "in" "serious" "sanctions" "including" "termination"

#### earthquakes

quakes <- readLines("NCEDC\_Search\_Results.html")

## Warning in readLines("NCEDC\_Search\_Results.html"): incomplete final line  
## found on 'NCEDC\_Search\_Results.html'

tail(quakes)

## [1] "2016/12/21 00:17:14.99 -7.5082 127.9206 152.00 6.70 Mw 17 3 1.20 us 201612212002"  
## [2] "2016/12/24 01:32:16.04 -5.2453 153.5754 35.00 6.00 Mw 13 2 0.91 us 201612242007"  
## [3] "2016/12/25 14:22:27.05 -43.4029 -73.9395 38.00 7.60 Mw 29 0 0.80 us 201612252035"  
## [4] "2016/12/29 22:30:19.30 -9.0283 118.6639 79.00 6.30 Mw 26 4 1.43 us 201612292025"  
## [5] "</PRE>"   
## [6] "</BODY></HTML>"

length(quakes) ## this contain some lines are not about data

## [1] 2426

data\_regex <- "^[0-9]{4}/[0-9]{2}/[0-9]{2}" ## format of data  
  
grep(quakes,pattern = data\_regex)

## [1] 12 13 14 15 16 17 18 19 20 21 22 23 24  
## [14] 25 26 27 28 29 30 31 32 33 34 35 36 37  
## [27] 38 39 40 41 42 43 44 45 46 47 48 49 50  
## [40] 51 52 53 54 55 56 57 58 59 60 61 62 63  
## [53] 64 65 66 67 68 69 70 71 72 73 74 75 76  
## [66] 77 78 79 80 81 82 83 84 85 86 87 88 89  
## [79] 90 91 92 93 94 95 96 97 98 99 100 101 102  
## [92] 103 104 105 106 107 108 109 110 111 112 113 114 115  
## [105] 116 117 118 119 120 121 122 123 124 125 126 127 128  
## [118] 129 130 131 132 133 134 135 136 137 138 139 140 141  
## [131] 142 143 144 145 146 147 148 149 150 151 152 153 154  
## [144] 155 156 157 158 159 160 161 162 163 164 165 166 167  
## [157] 168 169 170 171 172 173 174 175 176 177 178 179 180  
## [170] 181 182 183 184 185 186 187 188 189 190 191 192 193  
## [183] 194 195 196 197 198 199 200 201 202 203 204 205 206  
## [196] 207 208 209 210 211 212 213 214 215 216 217 218 219  
## [209] 220 221 222 223 224 225 226 227 228 229 230 231 232  
## [222] 233 234 235 236 237 238 239 240 241 242 243 244 245  
## [235] 246 247 248 249 250 251 252 253 254 255 256 257 258  
## [248] 259 260 261 262 263 264 265 266 267 268 269 270 271  
## [261] 272 273 274 275 276 277 278 279 280 281 282 283 284  
## [274] 285 286 287 288 289 290 291 292 293 294 295 296 297  
## [287] 298 299 300 301 302 303 304 305 306 307 308 309 310  
## [300] 311 312 313 314 315 316 317 318 319 320 321 322 323  
## [313] 324 325 326 327 328 329 330 331 332 333 334 335 336  
## [326] 337 338 339 340 341 342 343 344 345 346 347 348 349  
## [339] 350 351 352 353 354 355 356 357 358 359 360 361 362  
## [352] 363 364 365 366 367 368 369 370 371 372 373 374 375  
## [365] 376 377 378 379 380 381 382 383 384 385 386 387 388  
## [378] 389 390 391 392 393 394 395 396 397 398 399 400 401  
## [391] 402 403 404 405 406 407 408 409 410 411 412 413 414  
## [404] 415 416 417 418 419 420 421 422 423 424 425 426 427  
## [417] 428 429 430 431 432 433 434 435 436 437 438 439 440  
## [430] 441 442 443 444 445 446 447 448 449 450 451 452 453  
## [443] 454 455 456 457 458 459 460 461 462 463 464 465 466  
## [456] 467 468 469 470 471 472 473 474 475 476 477 478 479  
## [469] 480 481 482 483 484 485 486 487 488 489 490 491 492  
## [482] 493 494 495 496 497 498 499 500 501 502 503 504 505  
## [495] 506 507 508 509 510 511 512 513 514 515 516 517 518  
## [508] 519 520 521 522 523 524 525 526 527 528 529 530 531  
## [521] 532 533 534 535 536 537 538 539 540 541 542 543 544  
## [534] 545 546 547 548 549 550 551 552 553 554 555 556 557  
## [547] 558 559 560 561 562 563 564 565 566 567 568 569 570  
## [560] 571 572 573 574 575 576 577 578 579 580 581 582 583  
## [573] 584 585 586 587 588 589 590 591 592 593 594 595 596  
## [586] 597 598 599 600 601 602 603 604 605 606 607 608 609  
## [599] 610 611 612 613 614 615 616 617 618 619 620 621 622  
## [612] 623 624 625 626 627 628 629 630 631 632 633 634 635  
## [625] 636 637 638 639 640 641 642 643 644 645 646 647 648  
## [638] 649 650 651 652 653 654 655 656 657 658 659 660 661  
## [651] 662 663 664 665 666 667 668 669 670 671 672 673 674  
## [664] 675 676 677 678 679 680 681 682 683 684 685 686 687  
## [677] 688 689 690 691 692 693 694 695 696 697 698 699 700  
## [690] 701 702 703 704 705 706 707 708 709 710 711 712 713  
## [703] 714 715 716 717 718 719 720 721 722 723 724 725 726  
## [716] 727 728 729 730 731 732 733 734 735 736 737 738 739  
## [729] 740 741 742 743 744 745 746 747 748 749 750 751 752  
## [742] 753 754 755 756 757 758 759 760 761 762 763 764 765  
## [755] 766 767 768 769 770 771 772 773 774 775 776 777 778  
## [768] 779 780 781 782 783 784 785 786 787 788 789 790 791  
## [781] 792 793 794 795 796 797 798 799 800 801 802 803 804  
## [794] 805 806 807 808 809 810 811 812 813 814 815 816 817  
## [807] 818 819 820 821 822 823 824 825 826 827 828 829 830  
## [820] 831 832 833 834 835 836 837 838 839 840 841 842 843  
## [833] 844 845 846 847 848 849 850 851 852 853 854 855 856  
## [846] 857 858 859 860 861 862 863 864 865 866 867 868 869  
## [859] 870 871 872 873 874 875 876 877 878 879 880 881 882  
## [872] 883 884 885 886 887 888 889 890 891 892 893 894 895  
## [885] 896 897 898 899 900 901 902 903 904 905 906 907 908  
## [898] 909 910 911 912 913 914 915 916 917 918 919 920 921  
## [911] 922 923 924 925 926 927 928 929 930 931 932 933 934  
## [924] 935 936 937 938 939 940 941 942 943 944 945 946 947  
## [937] 948 949 950 951 952 953 954 955 956 957 958 959 960  
## [950] 961 962 963 964 965 966 967 968 969 970 971 972 973  
## [963] 974 975 976 977 978 979 980 981 982 983 984 985 986  
## [976] 987 988 989 990 991 992 993 994 995 996 997 998 999  
## [989] 1000 1001 1002 1003 1004 1005 1006 1007 1008 1009 1010 1011 1012  
## [1002] 1013 1014 1015 1016 1017 1018 1019 1020 1021 1022 1023 1024 1025  
## [1015] 1026 1027 1028 1029 1030 1031 1032 1033 1034 1035 1036 1037 1038  
## [1028] 1039 1040 1041 1042 1043 1044 1045 1046 1047 1048 1049 1050 1051  
## [1041] 1052 1053 1054 1055 1056 1057 1058 1059 1060 1061 1062 1063 1064  
## [1054] 1065 1066 1067 1068 1069 1070 1071 1072 1073 1074 1075 1076 1077  
## [1067] 1078 1079 1080 1081 1082 1083 1084 1085 1086 1087 1088 1089 1090  
## [1080] 1091 1092 1093 1094 1095 1096 1097 1098 1099 1100 1101 1102 1103  
## [1093] 1104 1105 1106 1107 1108 1109 1110 1111 1112 1113 1114 1115 1116  
## [1106] 1117 1118 1119 1120 1121 1122 1123 1124 1125 1126 1127 1128 1129  
## [1119] 1130 1131 1132 1133 1134 1135 1136 1137 1138 1139 1140 1141 1142  
## [1132] 1143 1144 1145 1146 1147 1148 1149 1150 1151 1152 1153 1154 1155  
## [1145] 1156 1157 1158 1159 1160 1161 1162 1163 1164 1165 1166 1167 1168  
## [1158] 1169 1170 1171 1172 1173 1174 1175 1176 1177 1178 1179 1180 1181  
## [1171] 1182 1183 1184 1185 1186 1187 1188 1189 1190 1191 1192 1193 1194  
## [1184] 1195 1196 1197 1198 1199 1200 1201 1202 1203 1204 1205 1206 1207  
## [1197] 1208 1209 1210 1211 1212 1213 1214 1215 1216 1217 1218 1219 1220  
## [1210] 1221 1222 1223 1224 1225 1226 1227 1228 1229 1230 1231 1232 1233  
## [1223] 1234 1235 1236 1237 1238 1239 1240 1241 1242 1243 1244 1245 1246  
## [1236] 1247 1248 1249 1250 1251 1252 1253 1254 1255 1256 1257 1258 1259  
## [1249] 1260 1261 1262 1263 1264 1265 1266 1267 1268 1269 1270 1271 1272  
## [1262] 1273 1274 1275 1276 1277 1278 1279 1280 1281 1282 1283 1284 1285  
## [1275] 1286 1287 1288 1289 1290 1291 1292 1293 1294 1295 1296 1297 1298  
## [1288] 1299 1300 1301 1302 1303 1304 1305 1306 1307 1308 1309 1310 1311  
## [1301] 1312 1313 1314 1315 1316 1317 1318 1319 1320 1321 1322 1323 1324  
## [1314] 1325 1326 1327 1328 1329 1330 1331 1332 1333 1334 1335 1336 1337  
## [1327] 1338 1339 1340 1341 1342 1343 1344 1345 1346 1347 1348 1349 1350  
## [1340] 1351 1352 1353 1354 1355 1356 1357 1358 1359 1360 1361 1362 1363  
## [1353] 1364 1365 1366 1367 1368 1369 1370 1371 1372 1373 1374 1375 1376  
## [1366] 1377 1378 1379 1380 1381 1382 1383 1384 1385 1386 1387 1388 1389  
## [1379] 1390 1391 1392 1393 1394 1395 1396 1397 1398 1399 1400 1401 1402  
## [1392] 1403 1404 1405 1406 1407 1408 1409 1410 1411 1412 1413 1414 1415  
## [1405] 1416 1417 1418 1419 1420 1421 1422 1423 1424 1425 1426 1427 1428  
## [1418] 1429 1430 1431 1432 1433 1434 1435 1436 1437 1438 1439 1440 1441  
## [1431] 1442 1443 1444 1445 1446 1447 1448 1449 1450 1451 1452 1453 1454  
## [1444] 1455 1456 1457 1458 1459 1460 1461 1462 1463 1464 1465 1466 1467  
## [1457] 1468 1469 1470 1471 1472 1473 1474 1475 1476 1477 1478 1479 1480  
## [1470] 1481 1482 1483 1484 1485 1486 1487 1488 1489 1490 1491 1492 1493  
## [1483] 1494 1495 1496 1497 1498 1499 1500 1501 1502 1503 1504 1505 1506  
## [1496] 1507 1508 1509 1510 1511 1512 1513 1514 1515 1516 1517 1518 1519  
## [1509] 1520 1521 1522 1523 1524 1525 1526 1527 1528 1529 1530 1531 1532  
## [1522] 1533 1534 1535 1536 1537 1538 1539 1540 1541 1542 1543 1544 1545  
## [1535] 1546 1547 1548 1549 1550 1551 1552 1553 1554 1555 1556 1557 1558  
## [1548] 1559 1560 1561 1562 1563 1564 1565 1566 1567 1568 1569 1570 1571  
## [1561] 1572 1573 1574 1575 1576 1577 1578 1579 1580 1581 1582 1583 1584  
## [1574] 1585 1586 1587 1588 1589 1590 1591 1592 1593 1594 1595 1596 1597  
## [1587] 1598 1599 1600 1601 1602 1603 1604 1605 1606 1607 1608 1609 1610  
## [1600] 1611 1612 1613 1614 1615 1616 1617 1618 1619 1620 1621 1622 1623  
## [1613] 1624 1625 1626 1627 1628 1629 1630 1631 1632 1633 1634 1635 1636  
## [1626] 1637 1638 1639 1640 1641 1642 1643 1644 1645 1646 1647 1648 1649  
## [1639] 1650 1651 1652 1653 1654 1655 1656 1657 1658 1659 1660 1661 1662  
## [1652] 1663 1664 1665 1666 1667 1668 1669 1670 1671 1672 1673 1674 1675  
## [1665] 1676 1677 1678 1679 1680 1681 1682 1683 1684 1685 1686 1687 1688  
## [1678] 1689 1690 1691 1692 1693 1694 1695 1696 1697 1698 1699 1700 1701  
## [1691] 1702 1703 1704 1705 1706 1707 1708 1709 1710 1711 1712 1713 1714  
## [1704] 1715 1716 1717 1718 1719 1720 1721 1722 1723 1724 1725 1726 1727  
## [1717] 1728 1729 1730 1731 1732 1733 1734 1735 1736 1737 1738 1739 1740  
## [1730] 1741 1742 1743 1744 1745 1746 1747 1748 1749 1750 1751 1752 1753  
## [1743] 1754 1755 1756 1757 1758 1759 1760 1761 1762 1763 1764 1765 1766  
## [1756] 1767 1768 1769 1770 1771 1772 1773 1774 1775 1776 1777 1778 1779  
## [1769] 1780 1781 1782 1783 1784 1785 1786 1787 1788 1789 1790 1791 1792  
## [1782] 1793 1794 1795 1796 1797 1798 1799 1800 1801 1802 1803 1804 1805  
## [1795] 1806 1807 1808 1809 1810 1811 1812 1813 1814 1815 1816 1817 1818  
## [1808] 1819 1820 1821 1822 1823 1824 1825 1826 1827 1828 1829 1830 1831  
## [1821] 1832 1833 1834 1835 1836 1837 1838 1839 1840 1841 1842 1843 1844  
## [1834] 1845 1846 1847 1848 1849 1850 1851 1852 1853 1854 1855 1856 1857  
## [1847] 1858 1859 1860 1861 1862 1863 1864 1865 1866 1867 1868 1869 1870  
## [1860] 1871 1872 1873 1874 1875 1876 1877 1878 1879 1880 1881 1882 1883  
## [1873] 1884 1885 1886 1887 1888 1889 1890 1891 1892 1893 1894 1895 1896  
## [1886] 1897 1898 1899 1900 1901 1902 1903 1904 1905 1906 1907 1908 1909  
## [1899] 1910 1911 1912 1913 1914 1915 1916 1917 1918 1919 1920 1921 1922  
## [1912] 1923 1924 1925 1926 1927 1928 1929 1930 1931 1932 1933 1934 1935  
## [1925] 1936 1937 1938 1939 1940 1941 1942 1943 1944 1945 1946 1947 1948  
## [1938] 1949 1950 1951 1952 1953 1954 1955 1956 1957 1958 1959 1960 1961  
## [1951] 1962 1963 1964 1965 1966 1967 1968 1969 1970 1971 1972 1973 1974  
## [1964] 1975 1976 1977 1978 1979 1980 1981 1982 1983 1984 1985 1986 1987  
## [1977] 1988 1989 1990 1991 1992 1993 1994 1995 1996 1997 1998 1999 2000  
## [1990] 2001 2002 2003 2004 2005 2006 2007 2008 2009 2010 2011 2012 2013  
## [2003] 2014 2015 2016 2017 2018 2019 2020 2021 2022 2023 2024 2025 2026  
## [2016] 2027 2028 2029 2030 2031 2032 2033 2034 2035 2036 2037 2038 2039  
## [2029] 2040 2041 2042 2043 2044 2045 2046 2047 2048 2049 2050 2051 2052  
## [2042] 2053 2054 2055 2056 2057 2058 2059 2060 2061 2062 2063 2064 2065  
## [2055] 2066 2067 2068 2069 2070 2071 2072 2073 2074 2075 2076 2077 2078  
## [2068] 2079 2080 2081 2082 2083 2084 2085 2086 2087 2088 2089 2090 2091  
## [2081] 2092 2093 2094 2095 2096 2097 2098 2099 2100 2101 2102 2103 2104  
## [2094] 2105 2106 2107 2108 2109 2110 2111 2112 2113 2114 2115 2116 2117  
## [2107] 2118 2119 2120 2121 2122 2123 2124 2125 2126 2127 2128 2129 2130  
## [2120] 2131 2132 2133 2134 2135 2136 2137 2138 2139 2140 2141 2142 2143  
## [2133] 2144 2145 2146 2147 2148 2149 2150 2151 2152 2153 2154 2155 2156  
## [2146] 2157 2158 2159 2160 2161 2162 2163 2164 2165 2166 2167 2168 2169  
## [2159] 2170 2171 2172 2173 2174 2175 2176 2177 2178 2179 2180 2181 2182  
## [2172] 2183 2184 2185 2186 2187 2188 2189 2190 2191 2192 2193 2194 2195  
## [2185] 2196 2197 2198 2199 2200 2201 2202 2203 2204 2205 2206 2207 2208  
## [2198] 2209 2210 2211 2212 2213 2214 2215 2216 2217 2218 2219 2220 2221  
## [2211] 2222 2223 2224 2225 2226 2227 2228 2229 2230 2231 2232 2233 2234  
## [2224] 2235 2236 2237 2238 2239 2240 2241 2242 2243 2244 2245 2246 2247  
## [2237] 2248 2249 2250 2251 2252 2253 2254 2255 2256 2257 2258 2259 2260  
## [2250] 2261 2262 2263 2264 2265 2266 2267 2268 2269 2270 2271 2272 2273  
## [2263] 2274 2275 2276 2277 2278 2279 2280 2281 2282 2283 2284 2285 2286  
## [2276] 2287 2288 2289 2290 2291 2292 2293 2294 2295 2296 2297 2298 2299  
## [2289] 2300 2301 2302 2303 2304 2305 2306 2307 2308 2309 2310 2311 2312  
## [2302] 2313 2314 2315 2316 2317 2318 2319 2320 2321 2322 2323 2324 2325  
## [2315] 2326 2327 2328 2329 2330 2331 2332 2333 2334 2335 2336 2337 2338  
## [2328] 2339 2340 2341 2342 2343 2344 2345 2346 2347 2348 2349 2350 2351  
## [2341] 2352 2353 2354 2355 2356 2357 2358 2359 2360 2361 2362 2363 2364  
## [2354] 2365 2366 2367 2368 2369 2370 2371 2372 2373 2374 2375 2376 2377  
## [2367] 2378 2379 2380 2381 2382 2383 2384 2385 2386 2387 2388 2389 2390  
## [2380] 2391 2392 2393 2394 2395 2396 2397 2398 2399 2400 2401 2402 2403  
## [2393] 2404 2405 2406 2407 2408 2409 2410 2411 2412 2413 2414 2415 2416  
## [2406] 2417 2418 2419 2420 2421 2422 2423 2424

head(grep(quakes,pattern = data\_regex))

## [1] 12 13 14 15 16 17

tail(grep(quakes,pattern = data\_regex,value = TRUE))

## [1] "2016/12/20 04:21:29.15 -10.1750 161.2271 20.00 6.40 Mw 21 1 0.87 us 201612202010"  
## [2] "2016/12/20 12:33:14.24 -10.1785 160.9149 10.00 6.00 Mw 14 1 0.88 us 201612202041"  
## [3] "2016/12/21 00:17:14.99 -7.5082 127.9206 152.00 6.70 Mw 17 3 1.20 us 201612212002"  
## [4] "2016/12/24 01:32:16.04 -5.2453 153.5754 35.00 6.00 Mw 13 2 0.91 us 201612242007"  
## [5] "2016/12/25 14:22:27.05 -43.4029 -73.9395 38.00 7.60 Mw 29 0 0.80 us 201612252035"  
## [6] "2016/12/29 22:30:19.30 -9.0283 118.6639 79.00 6.30 Mw 26 4 1.43 us 201612292025"

# if invert is true, it return the element that do not match  
grep(quakes,pattern = data\_regex, invert = TRUE, value = TRUE)

## [1] "<HTML><HEAD><TITLE>NCEDC\_Search\_Results</TITLE></HEAD><BODY>Your search parameters are:<ul>"   
## [2] "<li>catalog=ANSS"   
## [3] "<li>start\_time=2002/01/01,00:00:00"   
## [4] "<li>end\_time=2017/01/01,00:00:00"   
## [5] "<li>minimum\_magnitude=6.0"   
## [6] "<li>maximum\_magnitude=10"   
## [7] "<li>event\_type=E"   
## [8] "</ul>"   
## [9] "<PRE>"   
## [10] "Date Time Lat Lon Depth Mag Magt Nst Gap Clo RMS SRC Event ID"  
## [11] "----------------------------------------------------------------------------------------------"  
## [12] "</PRE>"   
## [13] "</BODY></HTML>"

#### commom commands in grep() family:

1. **grep()** returns the indices containing a match.
2. **grepl()** returns a logical indicating which elements contain a match.
3. **regexpr()** returns the location of the rst match with attributes like the length of the match.
4. **gregexpr()** works similarly to regexpr(), but returns all matching locations. `g' for global.
5. **regmatches()** takes strings and the output of regexpr() or gregexpr() and returns the actual matching strings.

grep('a[a-z]',"Alabama")

## [1] 1

grepl('a[a-z]',"Alabama")

## [1] TRUE

regexpr('a[a-z]',"Alabama")

## [1] 3  
## attr(,"match.length")  
## [1] 2  
## attr(,"useBytes")  
## [1] TRUE

gregexpr('a[a-z]',"Alabama")

## [[1]]  
## [1] 3 5  
## attr(,"match.length")  
## [1] 2 2  
## attr(,"useBytes")  
## [1] TRUE

regmatches("Alabama",gregexpr('a[a-z]',"Alabama"))

## [[1]]  
## [1] "ab" "am"

#### earth quake example

coord\_exp <- "-?[0-9]+\\.[0-9]{4}"  
full\_exp <- paste(coord\_exp,"\\s+",coord\_exp,sep = "")  
head(grep(quakes,pattern = full\_exp,value = TRUE),15)

## [1] "2002/01/01 10:39:06.82 -55.2140 -129.0000 10.00 6.00 Mw 78 1.07 NEI 200201014017"  
## [2] "2002/01/01 11:29:22.73 6.3030 125.6500 138.10 6.30 Mw 236 0.90 NEI 200201014018"  
## [3] "2002/01/02 14:50:33.49 -17.9830 178.7440 665.80 6.20 Mw 215 1.08 NEI 200201024034"  
## [4] "2002/01/02 17:22:48.76 -17.6000 167.8560 21.00 7.20 Mw 427 0.90 NEI 200201024041"  
## [5] "2002/01/03 07:05:27.67 36.0880 70.6870 129.30 6.20 Mw 431 0.87 NEI 200201034024"  
## [6] "2002/01/03 10:17:36.30 -17.6640 168.0040 10.00 6.60 Mw 386 1.14 NEI 200201034040"  
## [7] "2002/01/10 11:14:56.93 -3.2120 142.4270 11.00 6.70 Mw 333 1.18 NEI 200201104038"  
## [8] "2002/01/13 14:10:56.52 -5.6510 151.0740 43.60 6.40 Mw 441 1.06 NEI 200201134060"  
## [9] "2002/01/15 04:47:59.85 -17.3340 167.7220 10.00 6.00 Mw 173 1.09 NEI 200201154016"  
## [10] "2002/01/15 07:12:58.03 -6.3140 105.2050 10.00 6.10 Mw 209 1.23 NEI 200201154033"  
## [11] "2002/01/15 09:01:15.95 -5.5270 151.0970 41.10 6.20 Mw 191 0.96 NEI 200201154045"  
## [12] "2002/01/16 23:09:52.08 15.5020 -93.1330 80.20 6.40 Mw 431 0.94 NEI 200201164053"  
## [13] "2002/01/22 04:53:52.65 35.7900 26.6170 88.00 6.20 Mw 390 0.95 NEI 200201224014"  
## [14] "2002/01/28 13:50:28.72 49.3810 155.5940 33.00 6.10 Mw 528 0.82 NEI 200201284038"  
## [15] "2002/01/28 15:09:55.89 -15.3040 -173.2250 33.00 6.20 Mw 192 1.01 NEI 200201284040"

coord\_log <- grepl(quakes,pattern = full\_exp)  
matches <- gregexpr(pattern = full\_exp,text = quakes[coord\_log])  
head(matches,1)

## [[1]]  
## [1] 24  
## attr(,"match.length")  
## [1] 18  
## attr(,"useBytes")  
## [1] TRUE

coords <- regmatches(quakes[coord\_log],matches)  
head(coords,4)

## [[1]]  
## [1] "-55.2140 -129.0000"  
##   
## [[2]]  
## [1] "6.3030 125.6500"  
##   
## [[3]]  
## [1] "-17.9830 178.7440"  
##   
## [[4]]  
## [1] "-17.6000 167.8560"

tail(coords,4)

## [[1]]  
## [1] "-7.5082 127.9206"  
##   
## [[2]]  
## [1] "-5.2453 153.5754"  
##   
## [[3]]  
## [1] "-43.4029 -73.9395"  
##   
## [[4]]  
## [1] "-9.0283 118.6639"

coors\_split <- sapply(coords,strsplit,split="\\s+")  
head(coors\_split)

## [[1]]  
## [1] "-55.2140" "-129.0000"  
##   
## [[2]]  
## [1] "6.3030" "125.6500"  
##   
## [[3]]  
## [1] "-17.9830" "178.7440"  
##   
## [[4]]  
## [1] "-17.6000" "167.8560"  
##   
## [[5]]  
## [1] "36.0880" "70.6870"  
##   
## [[6]]  
## [1] "-17.6640" "168.0040"

cs\_unlisted <- unlist(coors\_split)  
coords\_mat <- matrix(cs\_unlisted,ncol=2,byrow = TRUE)  
head(coords\_mat)

## [,1] [,2]   
## [1,] "-55.2140" "-129.0000"  
## [2,] "6.3030" "125.6500"   
## [3,] "-17.9830" "178.7440"   
## [4,] "-17.6000" "167.8560"   
## [5,] "36.0880" "70.6870"   
## [6,] "-17.6640" "168.0040"

colnames(coords\_mat) <- c("latitude","longitude")  
head(coords\_mat)

## latitude longitude   
## [1,] "-55.2140" "-129.0000"  
## [2,] "6.3030" "125.6500"   
## [3,] "-17.9830" "178.7440"   
## [4,] "-17.6000" "167.8560"   
## [5,] "36.0880" "70.6870"   
## [6,] "-17.6640" "168.0040"

library(maps)  
map("world")  
points(coords\_mat[,"longitude"], coords\_mat[,"latitude"],  
pch = 19, col = "red", cex = .5)

![](data:image/png;base64,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)

### read html

con <- url("http://www.columbia.edu", "r")  
x <- readLines(con, warn = FALSE)  
head(x,20)

## [1] "<!DOCTYPE html PUBLIC \"-//W3C//DTD XHTML 1.0 Transitional//EN\" \"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd\">"  
## [2] "<html xmlns=\"http://www.w3.org/1999/xhtml\" xml:lang=\"en\" lang=\"en\" dir=\"ltr\">"   
## [3] ""   
## [4] "<!-- developed by CUIT -->"   
## [5] "<!-- 10/04/17, 12:36:41am --><head>"   
## [6] "<meta http-equiv=\"Content-Type\" content=\"text/html; charset=utf-8\" />"   
## [7] "<meta http-equiv=\"X-UA-Compatible\" content=\"IE=edge\" >"   
## [8] "<meta name=\"msvalidate.01\" content=\"DB472D6D4C7DB1E74C6D939F9C8AA8B4\" />"   
## [9] "<title>Columbia University in the City of New York</title>"   
## [10] "<meta name=\"revisit-after\" content=\"1 day\" />"   
## [11] "<link rel=\"shortcut icon\" href=\"sites/all/themes/base/columbia2/images/favicon-crown.png\" type=\"image/x-icon\" />"   
## [12] "<script type=\"text/javascript\" src=\"sites/all/modules/ias/mdetect/mdetect.js\"></script>"   
## [13] "<meta name=\"viewport\" content=\"maximum-scale=1.0, user-scalable=yes\" />"   
## [14] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"modules/node/node.css\" />"   
## [15] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"modules/system/defaults.css\" />"   
## [16] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"modules/system/system.css\" />"   
## [17] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"modules/system/system-menus.css\" />"   
## [18] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"modules/user/user.css\" />"   
## [19] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"sites/all/modules/contrib/cck/theme/content-module.css\" />"   
## [20] "<link type=\"text/css\" rel=\"stylesheet\" media=\"all\" href=\"sites/all/modules/contrib/ckeditor/ckeditor.css\" />"

length(x)

## [1] 420

1. ^A-Z [↑](#footnote-ref-1)